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1. INTRODUCTION

This paper originates from the work of the ESPRIT project CODE (Computer Supported Enterprise-Wide Data Engineering). The main focus of the CODE project is the development of a tool-based methodology to support reference models for the creation of enterprise-specific data models.

This publication is based on a paper analysing the theoretical concepts and terminology used in data modelling. [see: Concepts of Current Data Modelling Methodologies - Theoretical Foundations. In: Scheer, A.W. (Hrsg.): Veröffentlichungen des Institutes für Wirtschaftsinformatik. Saarbrücken 1991, Heft 83]

A survey of different data modelling methodologies is presented. The purpose of this survey is not to compare or rank the methodologies but to derive the core components of the methodologies and the essential principles lying behind them.

2. SURVEY OF CURRENT DATA MODELLING METHODOLOGIES

This chapter presents 15 data modelling methodologies. Figure 1 contains the key characteristics of each of the methodologies.

Subsequently each of the methodologies is briefly monitored. A uniform example is modelled with every methodology to better show the differences between the different methodologies.

Imagine the following situation:

The X Company specializes in planning large construction undertakings for any country of the world. They discern different types of construction undertakings, which internally they term "product". Examples for these products are: Power plant (coal), power plan (nuclear), pipeline (oil), airport, highway. X has a set of large international construction companies as clients for which X carries out the planning. A product for a specific company in a specific country is planned by one project group consisting of 3 to 5 employees. The employees are either engineers, technicians, financial analysts or cost accounting people. The X company cooperates with the marketing companies which sometimes carry out costly public relations campaigns for a project. As the marketing companies have all their specialities, sometimes several marketing companies campaign for the same project. Independently of the projects, there is one employee for each customer and one employee for each marketing company which is responsible for all transactions with the company. Some employees are subordinate to others. It is possible that one employee has several
superiors. Each employee has his salary account - identified by an account number and further characterized by the salary and tax of the employee. Each person has a name and a sex. Several decisions within the company depend upon the birthdate of the persons. A person might be reached under several telephone numbers, but each person has exactly one address which consists of ZIP, city and street. Every employee receives a certain salary and has a date of employment. Each project has a certain budget and a certain end date. A marketing campaign also has a fixed budget and is carried out on a certain type of media, e.g. television, radio, newspapers etc.

This example does not completely specify the company X universe of discours. It varies in detail as properties of some objects are given, while those of others are not mentioned. The purpose of this example is to show how different facts are represented in the different models, not to completely describe a certain universe of discourse.
<table>
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<tr>
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<td></td>
<td></td>
<td></td>
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<td></td>
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<tr>
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<td></td>
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</tr>
<tr>
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<td></td>
<td></td>
<td></td>
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<tr>
<td>Lexical object type</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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<td></td>
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<td></td>
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<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
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<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Degree &gt; 2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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<tr>
<td>Grouping</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Generalization/Specialization</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Complexity</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Chen notation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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<td></td>
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</tr>
<tr>
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<td></td>
<td></td>
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<td></td>
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<td></td>
<td></td>
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<td></td>
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<td></td>
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<td></td>
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<tr>
<td>Existence dependency</td>
<td></td>
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<td></td>
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</tr>
<tr>
<td>Multi-valued</td>
<td></td>
<td></td>
<td></td>
<td></td>
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<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
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<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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<td></td>
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</tr>
<tr>
<td>Integration with other views</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Calculus definition</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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</tr>
<tr>
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<td></td>
<td></td>
<td></td>
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</tr>
</tbody>
</table>

Fig 1: Characteristics of data modelling methodologies
2.1 ARIS

Scheer has developed an Architecture for Integrated Information Systems. This approach is shown in figure 2. The model distinguishes three separate layers:

- The conceptual layer captures issues which are relevant for an enterprise without consideration of implementation requirements. The structure of the model, however, is sufficiently formalized to allow the subsequent transformation with computer support.

- The technical layer represents the business models which have been defined on the conceptual layer as structures which comply with the data processing technologies available for the realization. The technical layer takes requirements which originate from the interfaces of the implementation tools (programming languages or database systems) into account.

- On the implementation layer the concrete physical implementation of the requirements into physical data structures and program code is described. The structure upon this layer depends heavily upon the currently available data processing technologies.

Fig. 2: Architecture of an information system
The model of an information system can additionally be structured into the following three views and one control block:

- The data view contains the information objects and their relationships which are relevant for the business. Information objects can be externally or internally created or utilized.

- The function view contains the procedures which transform information within an information system. On the conceptual layer the activity chains which are relevant for fulfilling the enterprise objectives are described. Know-how about decision models, planning methodologies or organizational procedures is used for creating the model.

- The organization view focuses on the user and the organizational structure of an enterprise. Models for the design of user interfaces, organigrams and job descriptions are relevant under this view.

- The control block is the link between the three views. It describes the relationships between function, data and organization views.

This architecture describes the framework for the design of information systems. Each component of an information system can be located within the framework. Each cell of the framework has to be filled with the corresponding model. Within each view, the conceptual model is the initial model.

ARIS provides a meta structure definition of every layer. The data model utilized is an extension of the Chen entity relationship model. Its constructs and relationships are shown in figure 3. It incorporates the aggregated relationship type and restricts to single-valued attributes only. This model has been utilized to build an enterprise-wide data model and has been applied to several industrial enterprises.

The modelling example of figure 4 shows that the project can be defined as an aggregated relationship which shows the existence and identification dependencies from PRODUCT, CUSTOMER, and COUNTRY. There is no separate construct for a grouping relationship, instead this is represented by creating a relationship GROUP ASSIGNMENT and an entity PROJECT GROUP. A construct exists to represent the dependency between ACCOUNT and EMPLOYEE.
Fig. 3: ARIS constructs and relationships
Fig. 4: The modelling example in ARIS
2.2 Chen ERM

The original Entity Relationship approach was first presented by Chen in 1976. Since this time the ER approach has been expanded in many ways. The main objective of Chen's ER model was to introduce a framework from which three existing data models (relational, network and entity set) can be derived (see figure 5). Additionally, Chen introduced a special diagrammatic technique, the ER diagram, to support the database design. Especially this diagrammatic technique gave rise to the success of the Entity Relationship Model.

The ERM framework consists of four different levels of data views:

1. Information concerning entities and relationships which exist in the mind of the people.
2. Information structure - organization of information in which entities and relationships are represented by data.
3. Access-path-independent data structure - the data structures which are not involved with search schemes.

The network model mainly concerns the level 4, the relational model concerns level 2 and 3 and the entity set model mainly concerns level 1 which is depicted in figure 5.

Fig. 5: Data models within the ERM framework
Chen defines entities as things which can be distinctly identified and relationships as associations among entities. Entities with common properties are classified into entity sets. A relationship set is defined as a mathematical relation among n entities each taken from an entity set. The notion "role" is used to describe the function an entity performs within a relationship. An attribute is defined as a function which maps from an entity set or a relationship set into a value set or a Cartesian product of value sets.

The ER diagram represents entity sets by rectangular boxes and relationships by a diamond-shaped box connected with the involved entity sets. Additionally, the roles of the entities in the relationship can be stated. Within the ER diagram existence dependencies between entities can be defined. Dependent entities are represented by special rectangular boxes and an arrow pointing at the dependent entity. The ER constructs and relationships are given in figure 6.

Fig. 6: Constructs and relationships of Chen's ERM

The Chen ER approach does not contain any generalization/specialization constructs. Therefore the specialization of employee into engineer, technician, accountant and financial analyst cannot be expressed in the modelling example (see figure 7). The Chen ER model does not allow aggregated relationships and attributes are not represented by the ER diagram technique. The Chen notation cannot express (min/max) cardinalities.

Besides, the Chen notation can lead to ambiguities when modelling relationships with a degree higher than two. The Entity Relationship Model by Chen has become the most common model used for conceptual data modelling because of its easy way to represent semantic networks. As a consequence, the Chen ERM was the basis for many other data modelling methods.
Fig.: 7 The modelling example in Chen's ERM
2.3 CIM-OSA

CIM-OSA (Computer Integrated Manufacturing - Open Systems Architecture) defines an integrated methodology to (ideally) support all phases, views and modelling activities of a CIM system life-cycle. It comprises different modelling methodologies to capture and model all the data and information in a CIM environment. Due to its ambitious objective to model the highly complex and heterogeneous CIM environments, various knowledge representation schemes are utilized, for instance semantic networks (SADT-oriented, ERA) and logical representation schemes (relational model).

The basic concepts of the CIM-OSA approach are introduced by a three-dimensional framework, the so-called CIM-OSA cube, that is depicted in figure 8.

![Figure 8: The CIM-OSA cube](image)

The CIM-OSA cube is to be interpreted according to the three axis:

- The stepwise generation consists of the function view, information view, resource view and organization view.
- The stepwise derivation comprising the requirement definition phase, the design specification and the implementation description.
The stepwise instantiation process encompasses generic building blocks, partial models and particular models.

Rather than explaining the CIM-OSA concept in its entirety, we shall concentrate at this point on the data modelling approach of CIM-OSA. The conceptual data modelling is part of the design specification phase of the information view. The information view is a structure for storing, maintaining and processing data and knowledge containing the valuable data, know-how and expertise of an enterprise.

The ERA-approach (Entity-Relationship-Attribute) chosen for semantic data modelling is an extended version of the entity-relationship model. Its constructs are depicted in figure 9.

![Diagram of CIM-OSA constructs and relationships](image)

Fig. 9: CIM-OSA constructs and relationships

The major extension in comparison with the entity-relationship model is the explicit modelling of distinct attribute types. A so-called total attribute has to be assigned to an entity type, whereas a partial attribute may be assigned. Furthermore, there are special
constructs for repeating and complex attributes. With respect to the entity identifiers it is distinguished between internal and external identifiers. Internal identifiers are part of the entity type they identify whereas external identifiers of weak entity types originate from the entity type the weak entity type is dependent on. In addition, existence and identification dependencies are graphically represented. Within the CIM-OSA data modelling approach it is also differentiated between a subset hierarchy and a generalization hierarchy. In the context of ERA a subset hierarchy represents the fact that an entity type S is a subset of another entity type E if every occurrence of S is also an occurrence of E. A generalization hierarchy requires the disjointness and completeness of the partitioned subtypes with respect to the supertype. In contrast to some other semantic data modelling methodologies the ERA approach of CIM-OSA does not support the concept of an aggregated relationship type (re-interpretation).

The application of the data modelling constructs of CIM-OSA to the example is shown in figure 10.

The particularity of the ERA is that it is embedded into an open framework of modelling methodologies⁹ and the CIM-OSA life cycle. Hence, it has cross-references to other concepts and methods utilized in the CIM-OSA cube. For instance, on the requirements definition modelling level for the information view an OERA-approach (object-entity relationship attribute) is applied. This approach incorporates the notion of objects and is used to capture high level semantics in the stage of requirements definition. Furthermore, some conversion rules for the transformation of the conceptual model into relations have been specified and some integrity constraints (derived from integrity rules) are described.
Fig. 10: The modelling example in CIM-OSA
2.4 ECER

The extended conceptual entity relationship (ECER) model\textsuperscript{10} is an extension of the entity relationship by Chen. It aims at supporting a graphical user interface to formulate queries against an underlying database. Therefore, the ECER - model is more formally defined to allow the specification of the mapping between the graphical ECER schema and the underlying database. The constructs of this approach are depicted in figure 11.

Fig. 11: ECER constructs and relationships

The so-called entity set descriptor, the relationship set descriptor and generalization/specialization descriptor are defined with the help of relational algebra expressions. With respect to the conceptual modelling the ECER model allows a more precise specification of different types of the generalization/specialization operation. Placing a subset symbol on the arc connecting two entity sets denotes a subset relation between two entity types. If the subsets are mutually exclusive and complete with respect to the superset, this is indicated by a circled plus symbol. In case the subsets are not mutually exclusive but complete, a circled union symbol is used. The assignment of keys on the conceptual level is not supported by the ECER model. It is assumed that the underlying relational model supplies surrogate keys that take care of the object identification. The surrogate key assumption resembles the RM/T approach that is more formally than the common ER-models.

Further components of the ECER model are more implementation oriented concepts such as data retrieval operators, computation operators, and update operators. These are used in connection with a relational DDL and DML\textsuperscript{11}. Applying the ECER-methodology to the example yields the following representation:
Fig. 12: The modelling example in ECER
2.5 ECRM

The Entity Category Relationship Model (ECRM)\textsuperscript{12} is an extension to Chen's ERM. "Entities are classified into categories according to the roles they may play within relationships".\textsuperscript{13} Categories serve two purposes. They separate the real-world object from the roles it could play. In addition, categories can be utilized for the generalization/specialization relationship. An entity type can simultaneously be a category. Graphically, the ECRM utilizes the Chen notation to represent complexity, although its data definition language GORDAS (Graph Oriented Data Selection) allows (min,max) cardinalities. The constructs, relationships and cardinalities are shown in figure 13.

![Diagram of ECRM constructs and relationships](image)

<table>
<thead>
<tr>
<th>Cardinalities</th>
<th>CHEN Card.</th>
<th>(min,max) Card.</th>
<th>Remarks</th>
</tr>
</thead>
<tbody>
<tr>
<td>A N AB M B</td>
<td>N : M</td>
<td>(0,m) : (0,n)</td>
<td></td>
</tr>
<tr>
<td>A 1 AB N B</td>
<td>1 : N</td>
<td>(0,n) : (0,1)</td>
<td>&quot;functional participation&quot; of A in AB</td>
</tr>
<tr>
<td>A 1 AB N B</td>
<td>1 : N</td>
<td>(0,n) : (1,1)</td>
<td>&quot;total participation&quot; of A in AB</td>
</tr>
<tr>
<td>A 1 AB N B</td>
<td>1 : N</td>
<td>(0,n) : (0,1)</td>
<td>&quot;specific participation&quot; of B in AB (no charge allowed)</td>
</tr>
<tr>
<td>A 1 AB 1 B</td>
<td>1 : 1</td>
<td>(0,1) : (1,1)</td>
<td>&quot;total participation&quot; of B in AB</td>
</tr>
</tbody>
</table>

Fig. 13: ECRM constructs and relationships

There are no key considerations on the uppermost level. Transformation specifications to the relational data model exist. There is a possibility to specify free-form constraints.
The example of figure 14 shows that an aggregation of relationships is not possible. Hence, PROJECT has to be defined as an entity type. The ECRM does not model existence or identification dependencies. Hence the ACCOUNT has to be linked via a 1:1 relationship with EMPLOYEE. Multivalued and complex attributes are allowed. Both the telephone and the address can be declared as attributes.

The Entity Category Relationship Model is a mature, thoroughly specified data model. The category is a concept which improves the definition of a conceptual schema. However, the distinction between an entity type and an entity type which at the same time is a category type remains unclear.
Fig. 14: The modelling example in ECRM
2.6 EXPRESS

EXPRESS is a formal information modelling language mainly used for the representation of product definition. It is currently developed by a technical committee of the international organization for standardization (ISO) in the STEP project and will soon become an ISO draft standard.

EXPRESS is parsable by computers and allows an automated checking for inconsistencies. The language focuses on the definition of entities which are specified in terms of data and behaviour. The behaviour of an entity is defined by static constraints. Constraints may be limits on the number or kind of attributes and are part of the attribute resp. entity declaration.

The language comprises a set of reserved keywords, operators, constants, standard functions and -procedures. It distinguishes between simple types, aggregation types, entity types, enumeration types, generic types and select types. Logical and boolean data types may be defined. Aggregation data types are used to represent collections of elements of some basic types. In particular, arrays of arrays are allowed, i.e. nesting of aggregation types is allowed. The data types have to be declared, i.e. identifiers have to be assigned to them. Besides, different schema may be nested.

Entities may be structured in a hierarchical network, allowing the representation of supertypes and subtypes, i.e. the concept of specialization is supported. This is achieved by formulating subtype clauses that allow further specification with respect to the relationships between subtypes (exclusive constraints etc.). Multiple inheritance is allowed. Attributes may either be introduced as simple data types (such as integer, real) or another entity type, i.e. an entity may have attributes that are entities. Attributes may be explicitly defined or be derived. The specification of the cardinality of relationships is similar to the (min,max)-notation. Integrity constraints may be defined with local rules that assert validity statements on the instances of attributes (uniqueness rules resp. domain rules). A EXPRESS model provides a unique identifier for each instance. Declared identifiers are unique and valid within the so-called scope. References within EXPRESS between declarations are established via the name of the declaration. EXPRESS allows the definition of algorithms and procedures. The concepts of functional scope, variables, and referencing mechanisms are covered in detail. Also included are logical operators such as NOT, AND, OR, string and set operations and elaborated control logic statements (e.g. if-then-else, case of, while...). EXPRESS as a formal modelling language resembles common programming languages. As such it lacks the ease-of-understanding required in the user-
oriented phase of conceptual modelling. Despite its vast amount of constructs and its expressiveness it is not an appropriate means to conduct semantic modelling unless the user is familiar with the concepts of programming languages. A major drawback of EXPRESS is that it allows only binary relationships.

The procedural system representation of the EXPRESS language can be augmented by a graphic extension, EXPRESS-G\textsuperscript{16}. This graphically oriented representation scheme supports only the representation of a subset of the language constructs: EXPRESS-G provides the notions of entity, type, relationship, cardinality and schema. Constraints (rules)\textsuperscript{17}, constraint mechanisms, and procedures are not supported. Entity types are depicted by different types of rectangles and relationships are represented by connecting lines, see figure 15. There are three relationship types that are displayed by different line styles. A dashed lined represents an optional relationship between an entity type and one of its attributes. A generalization/specialization relationship is displayed by a thick solid line. All other relationship types are represented by solid lines. The relationships are interpreted as directed with the 'to-end' being indicated by an open circle. The composition symbol is used to mark references to either another schema or another page. Cardinalities are specified by linguistic expression on the relationship connectors. Schemas may be modelled hierarchically. EXPRESS-G also allows the design of partial models being a subset of a complete model.
Applying the EXPRESS-G constructs to the modelling example leads to the following result, see figure 16. The modelling constructs of EXPRESS-G are considerably less than the ones of the language EXPRESS. In comparison with other graphical representation schemes EXPRESS-G has only limited expressiveness.

In consequence, EXPRESS is only of limited benefit for conceptual modelling purposes in business oriented environments.
Fig. 16: The modelling example in EXPRESS-G
2.7 IDEF1

IDEF has been developed within the ICAM project (Integrated Computer Aided Manufacturing) for the United States Airforce in the late seventies. Its goal has been to improve the implementation of electronic data processing within production systems by using structured techniques. A reference model for airplane production has been designed. IDEF consists of three methodologies. IDEF0 bases upon SADT (Structured Analysis and Design Technique) for function modelling; IDEF1 is for data modelling; IDEF2 models processes. The linkages between the three modelling components are poor. The process description of IDEF1 is detailed. IDEF1 is close to the Entity Relationship Model. It is a binary ERM. It discerns several levels. On the entity level only entity types and relationships are described. On this level n:m relationships are allowed. On the attribute level, all n:m relationships have to be split into 1:n relationships. Key considerations and key inheritance issues are allocated on this level. The lowest level is the data manipulation language of a specific database management system.

IDEF1 gives much consideration to the identification dependency. This implies that it is conceptually close to hierarchical or network-oriented databases. It discerns independent and dependent entity types (see figure 17). M:n relationship types and information bearing relationships are modelled as dependent entity types. Weak entities are also depicted as dependent entities. IDEF1 does not use the (min,max) notation for cardinalities but a subset which is smaller (but larger than the traditional n:m notation).
Fig. 17: IDEF constructs and relationships

The example shows that the PROJECT has to be modelled as a dependent entity type (see figure 18). Automatically the keys are inherited from CUSTOMER, COUNTRY, PRODUCT. The graphical representation is clear. On the entity-attribute level the name, the primary keys and normal attributes are clearly separated. IDEF1 discerns complete and not complete generalization/specialization relationships. We only make use of the second. In addition, only atomic attributes are allowed which implies that telephone and address have to be represented as entity types.
Fig. 18: The modelling example in IDEF1
2.8 ISOTEC

ISOTEC (Integrated SOftware TECnology) has been developed by the German software house EDV Studio Plenzke as an integrated methodology for the development of information systems. It is implemented on the PREDICT CASE tool marketed by the Software AG. The constituent parts of ISOTEC are a procedural concept, an administration concept and a project management concept. For information modelling purposes only the procedural concept is of interest. It provides four different software development life cycle models. The activities, milestones and document types of each life cycle model are described very elaborately and in detail. Additionally, ISOTEC differentiates five methodologies. On the conceptual level there are:

- ISA (information structure analysis) for data modelling, and
- FSA (functional structure analysis) for modelling of functional aspects.

They should be carried out in parallel to ensure harmonization and validation. The remaining methodologies are more implementation-oriented:

- SSF for the specification and structuring of systems functions,
- DIA for the design of the dialogues within the scope of the user interface specification, and
- SDS for the design of a specific database.

ISA focuses on the requirements analysis and conceptual design phase. Three types of data models are developed:

- The enterprise data model represents on a high level of abstraction all information objects that are important for the enterprise and - if identifiable - all their relationships. It serves as the basis for integration.
- The area data model details the object and relationship types of the enterprise model by decomposing them. The most important attributes are added to the information objects.
- That portion of the area model that is important for the application to be developed is completed in the application data model. Additional information objects and attributes are incorporated in the conceptual data model, object and relationship types are further detailed, and domains are specified.

The description language for the data structure is a binary entity relationship model. Rectangles are used as symbols for information objects. Relationship types are represented by arcs and arrows between two object types each. The arrows reflect (min; max) cardinalities. The recursive relationship type can be visualized by an arc emanating and ending in the same object type.
Furthermore, there are two possibilities to represent the generalization/specialization association: the traditional binary relationships (usually denoted "is-a") or particular graphical notations. The graphical representation is more expressive. It permits to distinguish whether the generalization/specialization association is disjoint and/or exhaustive. The attributes of the superior object type are always inherited by its subtypes. In the modelling example there are exactly four disjoint subtypes of employee: engineer, technician, accountant, and financial analyst. The completeness of the generalization/specialization is indicated by the black shaded arrow, the disjunction is shown by a box with the mark "$S_X" (exclusive specialization). The specialization of person in employee is not exhaustive, this is represented by the white arrow. A box with "$S_O" inside is used to depict that the subtypes need not be disjoint.

The greatest drawback of the ISA data model and the binary model in general is that ternary or more complex relationships are not allowed. A ternary or more complex relationship is transformed into an object type linked to its forming object types by binary relationships. The modelling of the ternary relationship "project" in the case study leads to the introduction of the object type "project" which inherits the primary keys of its forming entity types (customer, country, and product). The identification and existence dependency has to be expressed explicitly.

Another weakness of binary models is that attributes can only be assigned to object types. A relationship which has attributes of its own must be transformed into an object type. In the extended ER model PR campaign is a relationship between project and marketing company, identified by the key attributes of the associated entity types and described more precisely by the properties mediatype and budget. In the binary model PR campaign is objectified to permit the assignment of the attributes and referenced to the object types involved in this relationship by binary associations.

The information that "project" is originally an association is not available in the graphical notation, because binary models provide no constructs allowing to represent the aggregated relationship. To capture these information and other important semantics about the universe of discourse ISA provides the possibility to specify explicit constraints.

The data modelling constructs, integrity constraints and design rules are described very detailed in the ISA manual. The most important symbols of ISA are given in figure 19. The example is shown in figure 20.
Fig. 19 ISA constructs and relationships
2.9 James Martin

With the information engineering methodology (IEM) James Martin provides an architectural framework for information systems modelling. The IEM architecture divides the system development process into four stages: information strategy planning (ISP), business area analysis (BSA), system design, and construction. Each stage views data, activities, and their interaction in more detail. The emphasis is laid on the data.\textsuperscript{22}

In the ISP phase\textsuperscript{23} the enterprise's goals, critical success factors, and information needs are identified and a high-level survey of the whole enterprise, its functions and data is created. The data model set up in this phase consists of high-level object types and their relationship types. These are further detailed during the business area analysis\textsuperscript{24} for one business area at a time. Attributes are added and a fully normalized data model is built. The following phases - system design and construction - are close to implementation.

James Martin's information engineering methodology also uses a binary entity relationship model. Compared to the binary model employed by ISOTEC, the IEM data diagram is less powerful. Attributes cannot be represented graphically, they are only stored in the central encyclopedia and can be accessed, manipulated and made visible in textual form by a tool the methodology is implemented on (e.g. IEF of Texas Instruments, IEW/ADW of Ernst & Young). Furthermore, IEM distinguishes from the ISOTEC methodology in the graphical notation of the (min; max) cardinalities - the crow's foot representation is used. Explicit integrity constraints are not supported. Apart from these drawbacks the same strengths and weaknesses as described in the chapter on ISOTEC also hold for IEM.

The core component of IEM is the encyclopedia, a computerized knowledge base that not only stores development information but helps to control its accuracy and validity. It stores the content represented in diagrams, not the diagrams themselves, and enforces consistency within the representations. The encyclopedia shall be the basis for automated code generation.

In the following figure the graphical notation used in IEM is depicted. Figure 22 then shows the modelling example.
Fig.e: 21 IEM constructs and relationships
Fig. 22: The modelling example in IEM
2.10 Merise

Merise\textsuperscript{25} is an information system design and development methodology. It was originally defined by several French consulting firms and university institutes and was sponsored by the French department of industry. Currently it is the far most used design and development methodology in France. Merise is mainly used to develop business oriented information systems. Merise comprises the data, function and organization view of an information system. On the data side Merise uses a kind of ERM which comes close to the original approach proposed by Chen. It uses min/max cardinalities but does not support aggregated relationships (re-interpretation) and generalization constructs although it is intended to extend the method towards this direction. The constructs of the data modelling part of Merise are depicted in figure 23.

![Diagram of Merise constructs and relationships](image)

Fig. 23: Merise constructs and relationships

On the function side Merise uses a method which is influenced by Petri nets. Besides the modelling of data and functions Merise and its extensions use some other diagrammatic techniques especially to model the relationships between data, functions and also organizational units. For instance flow diagrams and flow matrices specify the information flow between the organizational units and some kind of process chain diagrams model the relationships between data, functions and organizational units. Additionally, information objects, processes, decision rules and organizational units are textually described within tables. Merise is based on a comprehensive methodological framework. This framework integrates three cycles: The abstraction cycle, the life cycle and the decision cycle. The abstraction cycle was originally influenced by the ANSI-SPARC architecture and consists of conceptual, organizational and physical level.

On each level data and function models are created. Compared to the ANSI/SPARC architecture there are large similarities. Merise differs only on the second level by explicitly considering the organizational units of an enterprise. Merise includes a very
detailed, iterative life cycle concept which does not only focus on the engineering of software but also on the design and development of a whole information system. The life cycle consists of different phases which can be used to control a concrete information modelling project. The abstraction levels are considered at each modelling step but with different emphasis. The Merise life cycle consists of the following steps: Long range planning, initial study, detailed study, technical study, programming and tests, launching and support. Quality assurance control is an activity performed in parallel with all previous steps. In addition to the definition of the life cycle phases Merise recommends a certain sequence concerning the modelling of the abstraction cycle components. For example conceptual function and data models can be generated in parallel and conceptual function model, organizational function model are used to validate the conceptual data model. The decision cycle of Merise comprises all decisions which are taken during the life cycle of the information system. The decisions can be structured hierarchically.

In the example, depicted in figure 24, one important disadvantage of Merise is the lack of a generalization/specialization construct. The possibility to express the generalization by normal relationship types is not very satisfying. Another problem of Merise is the missing of an aggregated relationship. Therefore, each relationship which should be part of further relationships has to be modelled as an entity type. This entity type has relationships with (1,1) cardinality to the entity types which participate in the former relationship.
Fig. 24: The modelling example in Merise
2.11 NIAM

NIAM\textsuperscript{26} - Nijssen's Information Analysis Methodology - is a fact-oriented approach for conceptual data modelling. An important part of this methodology is its design procedure which consists of nine steps:\textsuperscript{27}

1. Transform familiar information examples into elementary facts.
2. Draw a first draft of the conceptual schema diagram and apply a population check.
3. Eliminate any surplus entity types and common roles, and identify any derived fact types.
4. Add uniqueness constraints for each fact type.
5. Check that fact types are of the right arity.
6. Add entity type, mandatory role, subtype and occurrence frequency constraints.
7. Check that each entity can be identified.
8. Add equality, exclusion, subset and other constraints.
9. Check that the conceptual schema is consistent with the original examples, has no redundancy, and is complete.

The first three steps are concerned with designing
- entity types,
- relationships between entity types,
- attributes (label types),
- relationships between entity types and label types (reference types).

NIAM provides only one construct to graphically represent these elements: the fact type. It consists of one or more object types and the roles these object types play. Object types group entity and label types. The fact type linking an entity type with a label type is denoted as reference type. The fact type is a very powerful representation means, it allows to depict all constructs of the extended ER model, even the aggregated relationship type and the generalization/specialization association.

Additionally, NIAM supports the explicit specification of constraints. Certain constraint types occur so frequently and are so fundamental that they have a graphical representation as well. The most important constraint types are:

- entity type constraints
  - subtype constraints,
  - label type constraints
These restrictions concern the domain of the attributes. There is a variety of notations for label type constraints:
- braces describing the data type or listing the permissible values,
- square brackets indicating that numeric operations are allowed,
- angle brackets indicating that string operations are allowed.

- uniqueness constraints:
  - intra-fact type constraints (refer to only one fact type)
  - inter-fact type constraints (between different fact types)

- role constraints
  - mandatory/optional roles
  - occurrence frequency constraints (min; max) cardinality
  - equality constraints
  - exclusion constraints
  - subset constraints
  - reflexivity, symmetry, transitivity

Checks are performed throughout the procedure to ensure that no mistakes have been made in the modelling process.

The information given in the modelling example can be modelled by NIAM as shown in figure 26. The specialization of employee in engineer, technician, accountant, and financial analyst can be modelled in this case study in two different ways: as supertype/subtype relationship or, as represented in the diagram, as unary roles. The NIAM constructs are depicted in figure 25.
Fig.: 25: NIAM constructs and relationships
Fig. 26: The modelling example in NIAM
2.12 The Relational Model

The relational data model is a concept based upon the relational theory. The restrictive definition of mathematical relational theory is enhanced and concepts such as primary key and references between relations (referential integrity) are incorporated\(^{28}\). However, according to the mathematical definition of a relation, no explicit references exist between relations. Hence, the referential integrity is not an original concept of the basic relational model. This is also true for the concept of primary key, since in the strict mathematical sense no element of a set has to be qualified as the identifier of a tuple to form a relation.

Major terms used in conjunction with the 'enhanced' relational model are the relation itself, tuple, attribute, domain and primary key\(^{29}\). A relation consists of two parts, a heading and a body: The heading consists of a fixed set of attributes that correspond to exactly one of the underlying domains. The body is a time-varying set of tuples with each tuples being a set of attribute values pairs. Within a given relation there are no duplicate tuples; the tuples and attributes are unordered and attribute values may not be a repeating group\(^{30}\). Domains can be interpreted as pools of values from which the actual values appearing in attributes are drawn. Every attribute must be defined on exactly one underlying domain.

The 'enhanced' relational data model includes two general integrity rules\(^{31}\) that address the aspect of data integrity: the entity integrity rule and the referential integrity rule. The entity integrity rule is expressed by the primary key concept. A primary key is a unique identifier for a relation and satisfies the uniqueness and minimality condition. The referential integrity rule is realized by the foreign key concept which requires that for every foreign key value there must exist a matching primary key value in a target relation. Thus, foreign key values represent entity references.

A further part of the relational model is its manipulative part that consists of the traditional set operations such as union, intersection, Cartesian product and special relational operations such as restriction, projection or join. These operations form the so-called relational algebra\(^{32}\). The relational language SQL (Structured query language) is used to formulate these relational operations on an implementation level. SQL comprises operations that define and manipulate data in relational form. It is both an interactive query language and a database programming language (since it can be embedded into programs) and always yields relations. The transformation of the theoretically defined relational operations into executable SQL statements is one of the major strengths of the relational model.
The relational data model as a data modelling concept is based upon a sound theoretical foundation. Nevertheless, it lacks both the expressiveness required in the phase of semantic data modelling (e.g. aggregation, hierarchical relations, generalization/specification, semantic integrity rules) and the support of application-specific, dynamic integrity constraints (e.g. automatic update of foreign key values, control of values assignment). These concepts cannot be expressed in the flat data structure of the relational model. The representation of relationships between information objects is restricted to the available construct, the relation itself. Thus, any (logical) relationship can only be expressed within a relation or by using the same values in two or more relations. Further structural information about data objects has to be represented through additional, mainly text-based constraints that are not part of the relational model.

In figure 27 the modelling example is depicted. The relations are represented by the attributes without specifying tuples.

| R. Person (Pers#, Name, Address, Birthdate, Sex, ...) |
| R. Telephone (Tel#, ...) |
| R. Telephone assignment (Tel#, Pers#, ...) |
| R. Employee (Pers#, Emp-date, Acc#, ...) |
| R. Salary Account (Acc#, Salary, Tax) |
| R. Hierarchy (Sup-Pers#, Sub-Pers#, ...) |
| R. Engineer (Pers#, ...) |
| R. Technician (Pers#, ...) |
| R. Accountant (Pers#, ...) |
| R. Financial Analyst (Pers#, ...) |
| R. Customer (Cust#, Pers#, ...) |
| R. Country (Country-code, ...) |
| R. Product (Product#, ...) |
| R. Project (Cust#, Country-code, Product#, Group#, Status, End-date, ...) |
| R. Project group (Group#, ...) |
| R. Group assignment (Pers#, Group#, ...) |
| R. Marketing company (Comp#, Pers#, ...) |
| R. PR campaign (Cust#, Country-code, Product#, Comp#, Budget, Mediatype, ...) |

Fig. 27: The modelling example in Relational expression
2.13 RM/T

The RM/T method introduced by Codd\textsuperscript{33} is an extension of the relational model. In contrast to graphically-oriented network based representation schemes, the RM/T method is a logical representation scheme. It has no graphical constructs except the symbol for different types of relations. This is depicted in figure 28.

![E-relation / P-relation / RM-T catalogue structure](image)

Fig. 28: Relation symbol used in RM/T

In comparison with the relational model the RM/T method encompasses a more extensive treatment of structural and integrity aspects and has its own set of special operators defined. The RM/T model's object modelling is based on an entity classification scheme to distinguish different semantic modelling constructs (e.g. kernel entities, characteristic entities and associative entities). With the help of these three entity classes, an expressiveness similar to the constructs introduced by Chen can be realized\textsuperscript{34}. However, the different entity types have to be further described with DDL expressions to make them distinguishable. The RM/T method has no distinction between an entity type and a relationship type. With respect to the system representation criteria, the RM/T method is rather comprehensive. It explicitly supports most of those criteria. The phenomenon of multi-valued attributes, repeating groups or existence dependency, for instance, is addressed with the notion of characteristic entity\textsuperscript{35}.

One specific feature of the RM/T method is its formal representation scheme. Abstract objects (i.e. entities) are represented by permanent surrogates (i.e. system controlled primary keys). Each entity type has an associated one-column E-relation that holds the surrogates of the objects currently populating that type. Besides, there are so-called P-relations that represent the properties (or attributes) of a given entity type. Beyond these two constructs, there are no additional means of describing the RM/T, i.e. there are no graphical diagramming techniques that support the RM/T approach except the representation in tables.

Concerning the degree of integrity support there is a vast set of formally defined integrity rules available in RM/T that restrict the utilization of the RM/T objects and their interactions\textsuperscript{36}. These integrity rules have to be specified in the appropriate schema.
description language of the database model. Furthermore, a formal set of operators is defined and a so-called RM/T catalogue is introduced to store all the constructs and their relationships. This catalogue includes a set of graph-relations whose function is to represent the various connections among relations in the database - for example the connection between an E-relation and it corresponding P-relation(s). Figure 29 depicts a partial representation of the modelling example.
Fig. 29: The modelling example in RMT
2.14 SAM*

The Semantic Association Model (SAM*)\(^{37}\) is a highly structured semantic modelling methodology. It is particularly tailored to incorporate complex data types used in engineering applications. The graph-based network representation scheme is based on the notion of concept and association. Its constructs are depicted in figure 30.

![Diagram of SAM* constructs and relationships](image)

Fig. 30: SAM* constructs and relationships

Atomic and non-atomic concepts are distinguished\(^{38}\). Atomic concepts include integer, real and character types as well as structured programming language data types such as arrays, time serious and sets\(^{39}\). The idea of atomic concepts allows the definition of complex data types (e.g. vectors) and the provision of procedural operators and functions (e.g. three-dimensional representation and rotation) in a data language for testing and processing data of these types. This comprehensive data type definition functionality of SAM* is one of its particularities. While atomic concepts cannot be further decomposed and have no meaning independent of an application, non-atomic concepts are described in terms of atomic or other non-atomic concepts. Physical or abstract objects are represented using non-atomic concepts. The grouping of atomic or non-atomic concepts to describe another non-atomic concept is called association. There are seven different types of associations\(^{40}\) defined that have specific uses and (database-) operations specially tailored to them. The membership associations at the root of the graph, indicated by M in the node, allows the specification of domain or attribute range of a type. It models the natural language expression
"is_a_member_of". In figure 31, for instance, the M-node City shows that an address draws it city-instances out of a set of different cities.

To provide a description of an entity type, the so-called aggregation association is introduced, denoted by an A in the node. The key of an aggregation association is indicated by the two dashes on the connector pointing to the M-association of the key attribute. The interaction association (denoted by an I) resembles the aggregation operation in other semantic modelling methodologies and is equivalent to the relationship type as defined by Chen. However, interaction associations can use other interaction associations as their components. Cardinality conditions may be assigned to the interaction. Furthermore, the generalization association is used to model is-a relationships. These relationships, that not only allow the inheritance of attributes but also of knowledge and procedural rules, can be specified with respect to the disjointness of the subtypes. The composition, cross-product and summarization association complete the seven association types of SAM*. The composition association is a grouping of similar or dissimilar concept types with each occurrence of that node holding a set of sets. The cross-product- and summarization association are typically used in statistical databases. The proposed association types can be nested and recursively defined to express highly complex data relationships.

Compared to other semantic modelling methodologies SAM* offers a comprehensive set of explicitly labelled constructs and operators supporting the database oriented schema definition. It addresses the question of conceptual modelling at a very detailed level since domain and attribute specifications are incorporated. The approach focuses on a detailed analysis in the early design stages which might lead to an 'over-specification'.
Fig. 31: The modelling example in SAM*
2.15 SERM

SERM\textsuperscript{44} is a data modelling method focusing on the visualization of existence dependencies within the logical data structures. Therefore the SER schemes are graphically presented as diagrams with semi-hierarchical structure. The original idea of SERM was to combine the ERM with the concept of a semi-hierarchical graph. Thus the ERM approach is the methodological basis of SERM and consistent ER diagrams can be transformed into an equivalent SER diagram.

SERM forms the methodological basis for the SOM\textsuperscript{45} (semantic object model) method which is an object-oriented approach for information modelling. The SERM method does not explicitly determine a life cycle concept or modelling process description but there are concrete rules how to model a SER diagram especially concerning the graphical representation of the object types and their inter-relationships. Compared to the basic ER approach and extended ER approaches the SERM introduces a new kind of construct - the so-called entity-relationship type (ER-type). This ER-type is characterized as an entity type which has a minimum and a maximum cardinality of one (1,1) within a relationship. Re-interpreted (aggregated) relationship types of extended ER approaches are transformed into an ER-type. SERM also contains the elements entity type (E type) and relationship type (R type). The SER diagram consists of nodes and arcs. Possible nodes are entity types, relationship types or entity-relationship types. The arcs describe four different min/max-cardinalities which are distinguished by different graphical representation. SERM supports (0,1), (0,n), (1,n) and (1,1) cardinalities, as can be seen in figure 32.

There are rules how to locate the different object types of a SER diagram. Thus, a dependent information object is always located on the right side of its superior information object. The SERM introduces two kinds of generalization/specialization hierarchies. It differentiates between subclass hierarchy and is-a hierarchy by considering the completeness and disjointness of the subclasses. SERM diagrams do not contain the representation of attributes.

SERM's focus on existence dependencies supports the transformability into underlying modelling levels e.g. the transformation into the relational model. Furthermore, SERM's explicit focus on existence dependencies defines certain aspects which are relevant for the transaction management of the underlying database system (e.g. delete-operations). Therefore, SERM is closer to the technical implementation than the original ER approach.
Fig. 32: SERM constructs and relationships

The SERM is part of a data modelling method which comprises the modelling of conceptual SER schemes, the generation of database schema for different database managements systems, the specification and modelling of external schemes and the program generation of data modules in different higher level programming languages. This method is supported by a knowledge-based development tool which also generates the SERM diagrams.

In the example depicted in figure 33, the attributes describing the different object types cannot be graphically represented. Additionally, a min/max-cardinality of the kind (3,5) cannot be expressed.

One advantage of the SER-method was that the dependencies between the different information objects of the example can be recognized from the diagram. The effort to graphically arrange the information objects of the SER-diagram is higher than the modelling effort using other methods. Using the SER modelling technique information can be lost. E.g. it cannot be seen from the SER-diagram if an E/R type originally was an aggregated relationship or only an entity type with a special cardinality.
Fig. 33: The modelling example in SERM
3. CONCLUSION

Data modelling is a means both to communicate between humans who have to exchange views concerning the most important facts that govern an enterprise and to communicate between human and computer with the aim of efficiently designing the implementation structures of an enterprise's information system. It is a core application for the design and the maintenance of information systems. This can also be derived from the large number of data modelling methodologies that were available for this study. It has to be recognized that every modelling methodology is limited in its expression capability. From this, knowledge representation also draws its strengths because an unlimited expression capability would mean that computer support would scarcely be possible.

It is in the area of application where almost all of the methodologies display weaknesses. And there it is, where the future research has to focus upon. Two main streams can be discerned. The first is the definition of the modelling process. It has to contain a step-by-step definition of how to carry out the modelling case. This task is made more difficult, because modelling can be applied for different objectives and from persons with different modelling expertise. Therefore a set of modelling techniques has to be described which can be flexibly combined by the modeller and the description of the steps has to support possible modifications which an experienced modeller would like to make to the process. Shortcuts and parallel activities have to be allowed. The second main stream, the research work has to focus upon, is to make available the computer support for these modelling activities. This is not a mere question of implementation, it requires to build the modelling methodologies and the modelling techniques in a way fitting for human-computer interaction.
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